The method for estimating effort to adapt existing software using the adaptation adjustment factor will become more prevalent as software developers turn increasingly to reuse as a way to cut schedule and development costs. To determine the accuracy of our estimates, we must develop a method to assess completed projects, which includes reused, modified, and new source code, and compare this to our original estimation. This paper proposes a simple method for such an assessment.

Due to the nature of modified code, the calculations in this paper are made in physical, rather than logical source, instructions.

Background

Determining the effort and schedule of proposed software work generally involves estimating the total source lines of code to be developed, then using a cost estimation tool such as Constructive Cost Model (COCOMO) or REVIC. Estimating software development costs with reuse, as proposed by Barry Boehm [1], involves arriving at an equivalent number of delivered source instructions (EDSI). EDSI is the amount of source instructions which could be developed in the time required to adapt the reused software to meet current requirements. The formula uses the percent of design modification (DM), the percent of code modification (CM), and the percent of integration expected (IM). The EDSI is calculated by using an adaptation adjustment factor (AAF) as follows:

\[ AAF = 0.4(DM) + 0.3(CM) + 0.3(IM) \]

\[ EDSI = (\text{reused code}) \times (AAF/100) + (\text{new code}) \]

For example: Reusing 1,000 lines of existing code with 50 percent design modification, 50 percent code modification, and 50 percent integration with 1,000 new lines of code would be equivalent to developing 1,500 new lines of code.

Assessment Method

The method we use for determining the EDSI when a project is completed requires four data points. The first two values are easily determined with a code counter. They are the amount of the original code (OC) and the amount of the delivered code (DC). The next two values are determined by running a UNIX diff command on each file in the original code with the same file in the delivered code. Both files must be processed to remove comments. The output from the diff command is filtered for lines removed and lines added and piped to a saved file. For example:

```bash
diff ./old/main.c ./new/main.c | grep '<' > ./removed/main.c
diff ./old/main.c ./new/main.c | grep '>' > ./added/main.c
```

The files in the ‘removed’ directory contain the lines of code not in the new files (either deleted or changed), and the files in the ‘added’ directory contain the lines of code not in the old files (either added or changed). The total number of lines in all the files in the ‘removed’ directory (REM) and the total number of lines in all the files in the ‘added’ directory (ADD) are used to determine the AAF as follows:

a) The actual new code is the difference between the delivered code and the original code: \( \text{ACT\_NEW} = DC - OC \)

b) The actual modified code is the difference between the ‘added’ directory and actual new code: \( \text{ACT\_MOD} = ADD - \text{ACT\_NEW} \)

c) The actual modified code is the difference between the ‘removed’ directory and actual changed code: \( \text{ACT\_REMOVED} = REM - \text{ACT\_MOD} \)

d) The percent of code modification is the actual modified code plus the actual removed code, divided by the amount of the original code: \( \text{CM} = (\text{ACT\_MOD} + \text{ACT\_REMOVED}) / OC \)

e) Since we have no accurate method for determining the amount of design modification, we set it equal to the amount of code modification: \( \text{DM} = \text{CM} \)

f) The amount of integration is set to the percentage of original test cases rerun: \( \text{IM} = (\text{rerun tests} / \text{total original tests}) \)

The AAF is then applied to determine the EDSI:

\[ \text{ACT\_REUSED} = AAF \times OC \]

\[ \text{EDSI} = \text{ACT\_NEW} + \text{ACT\_REUSED} \]

For example: A software system contains 45,000 lines of code before enhancements (OC) and 63,000 after (DC). The total source lines in the ‘removed’ directory is 16,000 (REM), and the total source lines in the ‘added’ directory is 28,000 (ADD). If all of the original test cases are rerun (that is IM = 100 percent), then:

\[ \text{ACT\_NEW} = DC - OC = 63,000 - 45,000 = 18,000 \]
ACT_MOD = 28,000 - 18,000 = 10,000
ACT_REMOVED = 16,000 - 10,000 = 6,000
CM = (10,000 + 6,000) / 45,000 = 35.5 percent
DM = 35.5 percent  {same value as CM }
IM =100 percent
AAF = 0.4(DM ) + 0.3(CM ) + 0.3(IM ) = 0.4(35.5) + 0.3(35.5) + 0.3(100) = 54.85
{0.4,0.3,0.3 are the coefficients suggested by Boehm for DM , CM, and IM }
ACT_REUSED = (AAF /100) * OC = 24,682 = (54.85/100) * 45,000 = 24,682
EDSI = ACT_NEW + ACT_REUSED =18,000 + 24,682 = 42,682

Conclusion
Using a method such as this allows software project engineers to verify the accuracy of their estimates by comparing the planned effort against actual performance. As stated in the introduction, these calculations are for physical source instructions. If metrics are kept in logical source instructions, a ratio of physical to logical source instructions can be provided by most code counters. This ratio can then be used as a multiplier on the physical source instructions to determine the logical.
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