One of the basic concepts widely accepted as a software best practice is software configuration management. Although generally accepted, basic configuration management activities are often ignored, resulting in serious negative impact on software development and acquisition projects. This article is an introduction to basic, software configuration management concepts. It introduces these basic concepts and provides rationale for their implementation.

We are sitting in the Chicago O’Hare airport hours after the departure time of a flight home. After sitting on the plane for more than an hour, the pilot indicated that he was unable to get one of the engines to start. The pilot returned to the gate, and we were allowed to deplane. Eventually, it was determined that a hose in the engine was malfunctioning. This single hose was essential to the proper functioning of the engine. Fortunately, the engine mechanic was able to determine the hose that was causing the problem.

The mechanic understood the configuration of the plane engine and was able to refer to a defined list of all the engine parts, their relative arrangement to each other, and the methods to be used to assemble these parts into a jet engine. This is what is referred to as a configuration. The ability to properly distinguish the appropriate parts that must be used to build each type of engine is critical to assure consistent, safe production and use of aircraft engines.

As software developers, is it any less critical for us to be able to manage the assets that we create? The software we create is often maintained in various forms, with different tools, during its various stages of development, usage, maintenance, and operation. It is maintained at diverse locations, in diverse formats, and by diverse organizations. Software components are composed of parts, which are themselves software and are created using tools that are also software. Software systems are made of parts that cannot be touched, picked up, physically put in place, or manipulated. If you lose track of one of the software pieces, you have to re-create it. However, if you lose track of one of the tools, you hope that you can procure a new one. If the tool vendor is out of business - or no longer sells or supports the tool you need – you have a problem.

Software Configuration Management

Software Configuration Management (SCM) has been defined as the art of identifying, organizing, and controlling modifications to software [1]. SCM is a process that should be performed across the entire software development and maintenance life cycle. The configuration of software systems is by their nature complex. SCM may be described as a well-defined arrangement of software parts and the exact procedures and tools to be used for constructing the product or system from these parts. This must also include procedures for reconstructing various versions and releases [2]. The concepts of SCM are not new; numerous texts have been written on the topic of SCM. Typically SCM is defined by, and broken up into, the following four functional areas.

- Configuration Identification.
- Configuration Control.
- Configuration Status Accounting.
- Configuration Auditing.

SCM involves identifying what software assets are important to the organization. It includes controlling changes to these assets to ensure their integrity. Accounting for the status of these assets is important to the ongoing success of the organization. To assure that software assets are being properly accounted for, periodic configuration audits should be performed. Figure 1 depicts SCM’s four basic functions. An introduction to each of these functions follows in this article.

**Configuration Identification**

To properly manage all the elements of an aircraft engine, each of the critical parts must be properly identified. This is a key element in allowing proper management of the various engine configurations.

To provide the proper level of configuration management to software parts, we must also identify all the items that must be managed. These items, which we need to identify, are referred to as configuration items. Software configuration items (SCIs) are the items that are determined to be essential to manage the software product of concern. SCIs are the objects required to design, develop, build, maintain, test, and field a software product. SCIs are not things that can necessarily be shared between organizations, or even from one project to another. What an organization can, and should do, is develop documented criteria that can be consistently applied in determining which software-related items should be placed under configuration control.

Identification is the most important function of SCM. This is because items that are not identified cannot be managed. If you need anything to create your software product, then that item must be identified...
and controlled. This includes compilers, operating systems, libraries, development tools, or environments. It might even include manuals and other documentation. It could also include such items as current spreadsheet programs, database programs, and word processing programs. In short, if you need it to accomplish your development task, then you probably should assign an identification number to it.

Configuration Control
As an inexperienced programmer, one of the authors of this article was approached by the primary stakeholder of an application for which he held maintenance responsibility. The stakeholder, a very influential individual in the company, wanted to have a small change made to a section of the application. Being pushed by the stakeholder to make the change, and being anxious to make brownie points in the company, the author made the simple, one line code change.

It was not until 2:00 a.m. the next morning, during the middle of a production run, that it was determined that the one line change had brought the entire application down. Not only was this application down, but also a critical corporate system that required input from the application was unable to complete essential processing while waiting for input.

Ouch! The desire to make a good impression in the organization backfired! The problem was that neither the organization nor any developers were controlling software assets. Anyone was allowed to make changes to the software at will. They were then able to have the changes migrated into a production environment with little or no unit testing, to say nothing of integration testing.

Software configuration control is the process of controlling and limiting changes made to software assets. According to the Institute of Electrical and Electronics Engineers, configuration control is an element of configuration management consisting of the evaluation, coordination, approval or disapproval, and implementation of changes to configuration items after formal establishment of their configuration identification [3]. In our words, configuration control is making sure that changes to software assets are only allowed to occur after they have been analyzed, evaluated, reviewed, and approved by a group authorized to control changes to software assets.

This group of people act as gatekeepers to control the flow of changes made to a SCI. They have authority to approve or veto proposed changes. This group is known as a change control board or configuration control board (CCB). The primary role of the CCB is to ensure that every requested change to an SCI is properly considered and coordinated prior to it being incorporated. The CCB should include representation from program management, systems engineering, software engineering, software quality assurance, software configuration management, independent test, and a customer representative.

The CCB is responsible for seeing that every requested change to an SCI is properly considered and coordinated prior to it being incorporated. The CCB should include representation from program management, systems engineering, software engineering, software quality assurance, software configuration management, independent test, and a customer representative.

The CCB provides a way to ensure that changes are made in a structured and controlled manner. It is an important tool for managing the risk associated with software changes.

Cost accountants are expected to track these corporate assets. They must know what the assets are, what costs were incurred in the development and ongoing maintenance of the asset, how the asset works with or interfaces with other assets, and be able to perform analysis on and report the status of these assets. To properly account for an organization's assets,
accountants must track the cost of each asset. In a manufacturing environment this may include assets that roll into other assets. The work, or product breakdown must be documented and all items tracked.

SCI’s are the assets of a software product and must likewise be accounted for. Status accounting is the SCM activity responsible for tracking and maintaining data relative to each of these SCI’s. It includes the tracking of changes to SCI’s, and provides the ability to determine the status of each item at any phase of the software development or maintenance process. Status accounting involves gathering information to answer the following questions:  
- What changes have been requested?  
- What changes have been made?  
- When did each change occur?  
- What was the reason for each change?  
- Who authorized each change?  
- Who performed each change?  
- What SCI’s were affected by each change?

A repository of key software assets must be maintained to ensure that these key assets are properly accounted for. Changes to the status of these assets must be documented and tracked to allow the organization to know the status of any software asset at any point in time. Reports indicating the configuration of these software products must be defined and generated as a critical part of the accounting process. Following is a list of sample reports that the status accounting function should provide:  
- Transaction log.  
- Change log.  
- SCI delta report.  
- Resource usage report.  
- SCI status report.  
- Changes in progress report.  
- Change request status report.  
- Change completion report by developer, application, etc.

Configuration Auditing
There has been much interest lately in the integrity of certain large accounting firms who perform independent audits of corporate books. These audits are intended to attest to the soundness of the financial information reported by corporations.

In a previous lifetime, one of the authors of this article had the opportunity to work as an internal auditor. In this role he performed compliance audits, operational audits, proposal audits, and other types of audits in support of the mission of the organization. He was labeled by one acquaintance as Mr. Sneak & Peak. Auditors are not widely embraced as good guys. They are more likely considered those who go in after the war is over and stab the wounded.

By auditing adherence to policies, processes, and procedures, this corporation was able to demonstrate to their government customer that sound practices were consistently being followed in the delivery of the products and services for which the government was paying. In addition, people are more likely to follow the approved practices if they know someone is checking to see that they do. If developers gather metrics that nobody ever evaluates, the developers quickly learn that the metrics can safely be ignored. By the same token, if developers are never held accountable, then they quickly learn that policies, processes and procedures can be ignored. There must be accountability.

Software configuration audits are important for the same reasons. It is generally accepted that following good software development practices will contribute to consistent delivery of quality software products (assets). Audits should be conducted to help assure that software development policies, processes, and procedures are being consistently followed and adhered to.

In “Software Configuration Management for Project Leaders” presented at the 1997 Software Technology Conference in Salt Lake City, Tim Kasse explained that configuration audits verify that the software product is built according to the requirements, standards, or contractual agreement. Auditing also verifies that all software products have been produced, correctly identified, described, and that all requested changes are resolved.

A software configuration audit should be periodically performed to ensure that the SCM practices and procedures are rigorously followed. The integrity of the software baseline must be assessed. The completeness and correctness of the software baseline library contents must be verified. The accuracy of changes to the baselines must be verified to ensure that the changes were implemented as intended. It is recommended that a software configuration audit be performed before every major baseline change. Software configuration auditing should be continuous, with increased frequency and depth throughout the life cycle [4].

With regard to SCM, the terms functional configuration audit and physical configuration audit are often used. A functional configuration audit is intended to verify that the software functions as defined by the software requirements documentation. A physical configuration audit is intended to verify that all the items identified to be included in software release are actually included and that no additional items are included.

Who Cares?
OK, we have said lots of nice words about SCM, but why do you care about all this? Findings from various software assessments indicate that the lack of adherence to basic software development and acquisition sound practices continues to have a negative cost and schedule impact of software development, maintenance, and acquisition projects. SCM is one of these sound practices. Watts Humphrey said:

The most frustrating software problems are often caused by poor configuration management. The problems are frustrating because they take time to fix, they often happen at the worst time, and they are totally unnecessary. [5]

If any of the following situations sound familiar to you, then you care!  
- A software bug that was fixed six months ago has suddenly reappeared.  
- A programmer just spent 12 hours making a change to the wrong version of the software.  
- There is no way to trace requirements from the requirements document to the user documentation and source code.  
- Two programmers working on a project have overwritten each other’s code, rendering the last 40 hours of each of their work useless.  
- No one can find the latest version of the source code.  
- Fielded software that was working fine yesterday mysteriously will not work today.  
- An application installed at various locations is running fine at some locations, but not at other locations.  
- There is no way to evaluate impact on requirements from proposed changes.

Conclusion
In short, there is no such thing as a one-line change! Any software change is based on some type of requirement change. Proper identification of all the items critical to the development of software to satisfy requirements is essential to meeting those changing requirements. A supposed one-line change requires proper identification of what actually needs to change. It requires analysis of how the piece of code affected interfaces with other sections of the code. It requires analysis of what
impact a change to the code will have on other sections of the code. It requires review and approval by individuals who know and understand the application and can determine the extended impact of the requested change. It also requires documentation and traceability into what change is really required, who approved the change, and why it was made. It also assumes that someone is watching the process, that audits are being conducted assuring that the approved process for making changes is being followed, and that the software product matches the documentation.

Applying the concepts of SCM will improve the organization’s ability to control software assets. Items and components essential to the development and maintenance of the software will be identified, managed, and controlled. Changes will not be made without proper analysis and approval. The status of software assets will be known and traceable at all times, and periodic audits will assure that the process is being followed. The probability of simple software changes hugely impacting projects will be greatly reduced.
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