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As systems become larger and more complex, and as increasing numbers of development programs are integrated and distributed, development processes, methods, and management must change. To keep pace with these changes, the directions of process improvement must also change. This article describes the likely future directions of process improvement evolution.

Large and complex computer-based systems are critical to the economic and military welfare of the United States and to much of the industrialized world. These systems form the backbone of modern military, business, and governmental operations, and without their continued support, our societies would be severely inconvenienced and even threatened. Unfortunately, the development of such systems has been troubled, and the systems needed for the future will be vastly more complex and challenging. If history is any guide, attempting to develop these future systems with current widely followed practices will almost certainly yield unsatisfactory results.

In addressing the challenges of the future, it is important to consider three points. First, with few exceptions, the reasons that large-scale development programs have failed have not been technical [1, 2]. As the cancellation of two large and critical efforts demonstrates, these systems have almost always failed because of program-management problems [3, 4]. Second, the solutions to these program-management problems are known and have proven to be highly effective, but they are not widely practiced. Third, if these known and understood project management practices are not promptly and effectively adopted, future large-scale systems development programs will be completely unmanageable. Such systems will no longer be delivered late, over cost, and with poor quality; they will likely not be delivered at all. Proper use of sound processes would actually improve the cost, quality, and schedule performance of engineering organizations.

This article outlines the authors’ current thinking on the likely future direction of process-improvement work and our strategy for addressing the challenges ahead. To explain the objectives of this article, however, it is necessary to revisit the original logic for the Capability Maturity Model® (CMM®) and Capability Maturity Model® Integration (CMMI®) work [5, 6, 7]. The original framework used by Software Engineering Institute’s (SEI) Software Engineering Process Management (SEPM) Program to characterize its process-improvement mission can be explained in terms of what, how, and why perspectives as shown in Figure 1. The why in this figure describes the need to respond to customer, acquierer, user, or management demands for better software engineering practices and results. The what and how define SEPM’s approach for addressing these needs.

Here, a specific why question might be the following: Why would I need to improve my process? The answer might be the following: Because, by following your current process, your organization consistently misses most commitments to its customers, acquirers, users, and management. A what question might then be the following: What can I do to get my organization to consistently meet its commitments? Part of the answer to this question might be the following: Require your organization to plan all of its development work. Then a how question could be the following: How should we plan the development work? Finally, part of the answer to this question could be the following: Train the developers in sound planning methods, have them and their development teams plan their own work, and then have management review and negotiate these plans with the developers and their teams.

The objective of this article is to identify the relationships of the key process whats and hows and to suggest strategies to guide development organizations of all types in introducing superior engineering processes and in using these processes to consistently obtain superior performance. In doing this, we address two increasingly important issues: First, organizations often focus on maturity levels rather than process capability. Second, this focus can result in high maturity ratings that do not lead to better organizational performance. To address these two issues, organizations need specific guidance on how to do development work. By design, CMMI does not now provide guidance on how to do development work.

The CMM was SEPM’s initial approach to addressing the what dimension. It initially focused on software engineering and was later broadened to encompass other engineering fields such as systems engineering and software acquisition. This work has been codified in the CMMI model. Other aspects of the what dimension that are not discussed here are appraisal, measurement, and analysis.

Figure 1: SEPM’s Strategic Framework
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SEPM addressed the how dimension of software engineering with the Personal Software Process™ (PSP™) and the Team Software Process™ (TSP™). When developers in CMMI-assessed organizations use the PSP and TSP, the assessors can use the data generated by the PSP and TSP to verify the proper use of mature development processes. The PSP and TSP are now being adapted for general use by acquisition, systems-engineering, and hardware and software teams.

It is easy to become confused about what is a what and what is a how in process improvement and how these aspects relate and fit together. Before addressing this issue, however, it is important to first describe what a superior process is and outline some of the current issues facing the process improvement community in general and the CMMI community in particular.

A Superior Process
The engineering processes of the future must meet the following five requirements:

1. Control development costs and schedules predictably.
2. Respond to changing needs.
3. Minimize development costs and schedules.
4. Be scalable from small to very large systems.
5. Produce quality products predictably.

These topics are covered in the following sections.

Control Development Costs and Schedules
Cost and schedule problems are not new, and many other fields have learned how to manage them. For knowledge work, the solution has always been the same:

- The people who will do the work estimate and plan that work.
- Sound methods and relevant data are used to plan, track, and manage the work.
- The progression of the work is precisely and regularly tracked.
- When progress falls behind plan, the problem causes are promptly identified and resolved.
- When the requirements change, all involved levels promptly re-estimate and revise the entire plan.
- Risks are anticipated and managed.

While one might question the application of this approach to systems, software, and hardware development, there is now ample evidence to demonstrate its efficacy. Nearly 20 years of experience with process improvement have shown that these principles, when properly applied at all levels, can have important benefits [8, 9, 10, 11].

Respond to Changing Needs
While responsively handling changing needs would seem like a simple issue, it is not. The problem is to be responsive to new information while continuing to meet prior cost and schedule commitments. In fact, it is just this trade-off that is responsible for many of the severe cost and schedule problems of large systems. To be responsive but still maintain project control, development groups must do the following:

- Examine every proposed change to understand its effects on the development plan.
- Pay particular attention to each change's impact on completed work, including the requirements, design, implementation, verification, and testing activities.
- Estimate all cost and schedule consequences of making the needed changes.
- Where the cost and schedule implications are significant or where they exceed the currently approved plan, get management approval before proceeding.

Produce Quality Products
The governing quality consideration for large-scale systems development is that a high-quality process will consistently produce high-quality products while a poor-quality process will generally produce low-quality products. The problem here is with the word generally. People tend to remember their occasional successes and forget their less memorable achievements. As a result, when a development group has produced a seemingly high-quality, small product with an unmeasured and poorly controlled process, the members tend to feel that they have proven that process and should continue to use it, even for larger-scale work. However, unless they have measured and statistically verified that this process consistently produces quality products and that it is scalable, they run a significant risk of getting poor-quality results. With really massive monolithic systems, just a small chance of getting a poor-quality component would compound almost certain quality problems for the overall system.

Current Process Improvement Issues
While engineering groups face many challenges, the process management and improvement communities must now address two current issues. First, with increasing marketplace pressure, organizations often focus on maturity levels rather than process capability. Maturity levels cannot comprehensively measure organizational capability. They can indicate management priorities and the degree to which an organization is attempting to address its process problems. They can also guide the search for risky process areas and help establish process improvement priorities.

We now see cases where high-maturity ratings do not always result in the rated processes being used on the subsequent projects. It is not that the appraisal process is faulty or that organizations are dishonest, merely that the maturity framework does not focus on how the work is actually done; it only addresses what is done. While this can be adequate when organizations are truly striving to achieve a superior process, a concentration on...
maturity levels can cause organizations to ignore the how aspect of process improvement and adopt inefficient and poor-quality methods and practices.

The second issue concerns adjusting the CMMI framework and assessment methods to address this maturity-level problem. Without change, we can expect more cases where high-maturity ratings do not consistently lead to better organizational performance. Three lessons from experience suggest ways that help to ensure improved maturity levels consistently lead to improved organizational performance:

1. To properly control complex and precise work, everyone must manage to detailed and precise personal plans.
2. To predictably produce high-quality, large-scale systems, everyone must measure and manage quality.
3. The true measure of process improvement is then the degree to which the behavior of all of the working professionals and their teams reflects these practices.

To guide software developers in applying these lessons to their work, the SEI developed the PSP and the TSP and there is now substantial evidence that these methods can indicate the effective use of mature development processes [10, 12, 13]. The SEI is now adapting the PSP and TSP to general product-development work and investigating its use for acquisition work.

This, however, leads to a third issue: flexibility. CMMI does not define how to do development work. From the very beginning, the focus has been on what to do. The reason was that the original CMM was developed to guide the U.S. Department of Defense in source selection for software-intensive projects, and we did not want non-developers to specify how software development groups should do their work. While we had many ideas about how that process could be improved, we did not think that the users knew any better than industry how software should be developed. We also knew that, as current processes were improved, many new and creative methods were likely to be developed. By focusing exclusively on the what dimension, we hoped that CMM, and later CMMI, would not constrain process innovation. This continues to be our position.

Since we also believed that the how dimension of process improvement was important, we developed the PSP and TSP to provide guidance on how personal and team project planning, tracking, and quality management could be performed.

Our concern now is to find ways to relate these practices and this guidance to the CMMI model without switching the focus from what to how. The need is to encompass both software and other development fields and not constrain development organizations as the technology advances. SEPM is working on these issues as we strive to improve the effectiveness of these methods.

### Process Management Principles

Experiences with CMMI, PSP, and TSP have shown that, when an organization’s management is convinced of the value of disciplined processes and properly implements an orderly and planned process improvement strategy, it can build the capability to successfully produce the truly large-scale systems of today and tomorrow. The five basic principles of these superior processes are as follows:

1. All modern science and engineering is based on learning from prior demonstrably effective practices. Competent engineers and scientists know what experiments have been successful and base their personal and team processes and practices on this experience. They stay current with new process developments and do not waste time experimenting with processes that have already produced unsatisfactory results. Until developers consistently use defined and proven processes, they will waste their time relearning known truths. Similarly, in experimenting with new and improved processes and methods, competent process professionals build on the results of prior experience.

2. With an inefficient or ill-defined process, developers must follow poorly defined and inaccurate plans. With the data available from a modern process, plans can be both accurate and precise. With defined and sound processes and precise and accurate plans, developers need not waste their time trying to find out what to do next and can devote more of their efforts to creative technical work.

3. Development is a learning process, and unless this learning is codified and preserved, the resulting knowledge is generally lost. That is the reason developers should define, use, and continually improve their processes: to build on their own and other’s experiences.

4. For individuals and groups to work together effectively, they must coordinate their activities. While very small groups may be able to accomplish this informally without defined processes and detailed plans, large groups cannot.

5. Quality work is not done by accident or mistake. Quality must be planned, measured, tracked, and managed. When it is, product defect levels are normally reduced by orders of magnitude [10]. With current commonly used practices, large software products typically have thousands of test defects and developers spend at least half of their time finding and fixing enough defects for the product to run the basic tests. Even then, finished products generally have many unidentified defects. While it takes considerable skill to find and fix defects in test, fixing defects is not creative work. High-quality work is only produced by people who strive to produce quality products with every step of their work.

To have a reasonable chance of being successful, the more challenging engineering programs of the future must address the critical systems-development problems of cost and schedule, requirements instability, process management, and quality management. In fact, the use of defined, planned, measured, and quality-controlled processes can help improve both the business and technical performance of large-scale programs. Later sections of this article describe the actions required to accomplish this. First, however, it is important to define the principles of quality management.
Quality-Management Principles

Newer systems-of-systems structures are now being considered for many programs because they offer many advantages. As demonstrated by the Internet, the best-known system-of-systems, such structures can be improved by many groups independently and they can generally withstand individual node failures without disabling the entire system. However, they also have disadvantages. For example, their high reliability and relative node independence requires substantial redundancy and, thus, higher costs for the individual system nodes. Such structures must also have relatively narrow bandwidth coupling among the nodes. This can severely restrict system performance.

For these reasons, most large complex systems are built as small collections of large monolithic nodes instead of as large collections of small independent nodes. This is because of the potential for increased performance, security, economy, or some other key property that could not be obtained by decoupling the system into relatively independent, small elements. The tight-coupling characteristics of large-scale systems generally result from optimizing the overall design and from minimizing redundancies and inefficiencies among the system’s component parts. This results in closer coupling among the system’s components and large numbers of critical interdependencies.

To produce superior systems and especially the types of large-scale systems needed in the future, all aspects of process quality must be addressed. This includes the business aspects of quality management such as cost, schedule, predictability, and risk management. It also includes the marketing aspects of quality like competitive superiority and customer satisfaction. Finally, particularly for large-scale systems, the process used must be effective for the scale of the work being undertaken. The quality methods required for a process to scale up to handle the kinds of large-scale systems-development work that we can expect in the future are based on the following four critical assertions:

1. To have any hope of producing quality work, the overriding process goal must be to prevent defects of all kinds before they are introduced into the system.
2. To produce quality products consistently, the process must also have the objective of removing all defects before test entry. The objective of testing then becomes to verify and validate the product—not to fix its defects.
3. To ensure an effective and high-quality process, that process must provide quality measures.
4. To manage a quality process effectively, everyone from the senior executives to the individual systems-, hardware-, and software-engineering team members must support and participate in that quality process.

These assertions are briefly discussed in the following sections.

Preventing Defects

The software- and systems-development communities have long focused on defect prevention, but they have not generally approached it as a quality-management activity. For example, efforts to improve requirements-development work are defect-prevention activities, as is the adoption of better design methods or the use of improved implementation or design tools. For these efforts to be most beneficial, however, they should include explicit defect and productivity measures and analyses to ensure that they are addressing the most critical defect sources in the most effective way.

Removing Defects Before Test

Removing defects before test is accepted as an essential element of all quality-management programs. By following traditional quality-management principles, organizations minimize rework, reduce project costs and schedules, and produce better products. The following principles of quality management are based on facts that have been demonstrated in every field where they have been tested, including software [13, 14, 15]:

- It costs more and takes longer to build and fix defective products than it would have taken to build them properly the first time.
- It costs more to fix a defective product after delivery to users than it would have cost to fix it before delivery.
- It costs more and takes longer to fix a product in the later testing stages than in the earlier design and development stages.
- It costs more and takes longer to fix requirements and specification errors in the design, implementation, test, and operational stages than in the earlier requirements and specification stages.
- It is least expensive and most efficient to prevent the defects altogether.

These quality principles are based on experiences with both small- and large-scale systems of all types. The only point of debate typically concerns requirements defects. Here, however, the issue is not really one of correcting known defects as much as with understanding the system’s true requirements and how to achieve them. Where the requirements are not clear, it is often best to make a first cut at the requirements and then test the related functions in practice. Whenever the requirements for new or highly modified systems or platforms are known to be wrong, it is always cheapest to fix them at the earliest possible point in the process. However, if the requirements for a fielded system or platform are later found to be incorrect, the requirements and possibly even the entire system strategy may have to be re-evaluated.

Even though the above quality principles have been proven in every case where they have been properly applied, they are still not universally accepted. The reason is that engineering organizations often establish separate groups for product development, production, testing, and field repair. Therefore, while the total operation would save time and money by following sound quality practices, the added costs of quality work must be borne by some groups while the savings accrue to others. Since quality programs typically increase costs in the early program stages and reduce them in later phases, the early investments in quality programs are generally hard to justify, particularly when organizations do not have the quality data to support their introduction. Finally, unless managers and developers have personally experienced the benefits of an effective quality program, few are willing to make the necessary effort to do high-quality work.

Quality Measures Are Essential

Today’s commonly used systems-, hardware-, and software-development processes do not incorporate quality measurement and analysis at the individual and team level. This is a crucial failing since with even rudimentary measures, the above-named facts would be obvious and, as a consequence, more efficient and sensible quality practices would have been adopted long ago. The simple fact is that without precise quality measurement and analysis at all working levels, no serious quality program can be effective. While developers can make rudimentary quality improvements without measures, achieving the defect levels required in modern complex systems must involve defect levels of a very few parts per million. Such levels are not achievable without complete, consistent, precise, and statistically based quality measurement and analysis.
Everyone Must Participate in the Quality Program

The requirement that everyone must participate in the quality program is a direct consequence of the previously stated facts. To achieve defect levels of a few parts per million, quality must be a high priority for everyone. Quality work results only from a consistent striving for perfection. The individual development team members must all strive to produce defect-free work. Any undisciplined work by any acquisition professional, systems engineer, hardware developer, software developer, tester, or almost anyone working on or with the product can be a source of defects, and their work must be measured and quality controlled. If it is not, high-quality products simply will not be produced.

This is not only true for all of the development team members; it is also true for all of the support groups, managers, and executives. For example, an executive decision to skip some review, test, or check because we don’t have the time will inevitably lead to poor-quality products. The only acceptable attitude at all levels of an entire program and in all involved engineering organizations must be we don’t have time to do it wrong!

The CMMI and TSP Direction

The characteristics of superior engineering and management processes have now been clearly demonstrated in many fields, but it has become clear that to establish such processes, many engineering organizations need more precise how-to guidance than that provided by CMMI. For this reason, SEPM is exploring ways to provide such guidance. While the initial SEPM efforts in this direction were to establish a separate effort called the TSP, additional steps are needed, such as the following:

1. The TSP, which was initially focused on software teams, is now being broadened with a TSP Integrated (TSPI) project to include all types of engineering teams.
2. Because CMMI and TSP follow the same process- and quality-management principles, their joint use reduces TSP introduction costs and accelerates CMMI improvement. This has been demonstrated by the greatly accelerated process improvement schedules achieved by organizations that coordinate the use of both methods [11].
3. Work-to-date has demonstrated that there are substantial synergies between the CMMI and TSP methods. For example, an SEI project has mapped the TSP practices onto the CMMI framework and identified alignment gaps and overlaps [16]. Further, such joint work among the developers and users of the CMMI and TSP is planned.
4. Based on the work completed to date, the SEI will couple the CMMI and TSPI work more closely to provide a more coherent improvement road map for the process improvement community.

Conclusion

The current commonly used systems development methods have reached (or soon will reach) their feasibility limits, and continuing to develop the increasingly challenging and massive systems of the future with the most widely used methods of today is destined to failure. The danger is that with the rapid pace of technology, society could well be lulled into the false belief that the technical community is capable of building the systems we can technically describe. As these newer systems are used to support increasingly critical aspects of modern society, we then will likely face far more catastrophic system failures than we have experienced previously.

To successfully produce the large complex and critical systems of the future, development organizations must start to use more modern and consistently successful processes. These processes must follow sound management and quality principles. In particular, the people doing the work must plan their own work and that work must be precisely and continuously tracked. Everyone in the organization must be involved in and completely committed to the organization’s quality management program, and management must recognize and reward superior work.◆
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